**55 Принцип модульности**

**Дополнительно 10 класс**

Рассмотрим первую задачу.

В 1742 году член Российской академии наук, математик Кристиан Гольдбах отправил письмо своему другу и коллеге, швейцарскому математику Леонарду Эйлеру, в котором привел гипотезу о том, что любое натуральное число не меньше 6 можно представить в виде суммы трех простых чисел. В ответ на это Эйлер заметил, что эту гипотезу можно свести к тому, что любое четное число не меньше 4 можно представить в виде суммы двух простых чисел. Полученная гипотеза была названа гипотезой Гольдбаха. Она остается и не подтвержденной, и не опровергнутой по сей день.

Напишем программу, которая для заданного четного натурального числа **n ≥ 4**, проверяет гипотезу Гольдбаха. Если гипотеза была подтверждена, нужно вывести простые числа, суммой которых является заданное **n**.

Для того, чтобы проверить эту гипотезу, мы будем перебирать простые числа, меньшие **n**, пока не найдем такое простое число **m**, при котором разность **n** и **m** также является простым числом. Если же, перебрав все простые числа, которые меньше **n**, мы не найдем **m**, удовлетворяющее заданному условию, гипотеза будет опровергнута.

Мы знаем, что простым называется натуральное число больше единицы, которое без остатка делится только на единицу и само на себя. И мы уже решали задачу по определению того, является ли целое число простым. Для этого нужно проверить, не делится ли число на два, а также на все нечетные числа до квадратного корня из себя самого.

Для решения задачи нам понадобятся две функции, первая из которых, будет проверять, является ли заданное число простым, а вторая будет искать первое простое число, следующее после заданного. Обе эти функции мы опишем в отдельном модуле, в котором будут храниться функции обработки простых чисел.

Начнем написание этого модуля. Назовем его **SimpleNum**.

1. Для начала опишем функцию, определяющую, является ли целое число простым. Назовем функцию **isSimple**. Это будет логическая функция, так как она вернет одно из двух значений типа **bool**. Названия логических функций обычно начинаются со слова **is**. У функции будет один аргумент – целое положительное число **n**.
2. В теле функции сначала проверим делимость **n** на 2. Для этого запишем ветвление с условием, что **n % 2 == 0** и **n != 2**, так как 2 – простое число. Если это условие выполняется, значит **n** не является простым числом, а далее будет следовать инструкция возврата, завершающая работу функции и возвращающая значение **False**.
3. Для расчета квадратного корня из **n** нам понадобится соответствующая функция из модуля **math**. Загрузим ее в описываемый модуль за пределами функции. Далее напишем цикл для проверки делимости **n** на нечетные числа от 3 до квадратного корня из него самого. Это будет цикл с параметром **i**, изменяющимся в диапазоне от 3 до целой части из квадратного корня из **n**, увеличенной на два, с шагом два. В теле цикла мы запишем ветвление с условием, что **n** **%** **i** **== 0**, при этом **n ! =i**. Если это условие выполняется, то мы завершим работу функции, вернув значение **False**, так как число **n** не является простым.
4. После цикла, если функция еще не завершила свою работу – число **n** является простым, и мы завершим работу функции, вернув значение **True**. На этом описание первой функции будет завершено.

Опишем функцию поиска минимального простого числа, следующего после **k**. Назовем ее **nextSimple**.

1. У нее будет один параметр – целое число **k**. В теле функции сначала увеличим значение **k** на единицу, так как нас интересуют числа после **k**.
2. Дальше проверим, не больше ли **k** 2. Если это так, то следующим будет минимальное простое число 2 и мы завершим работу функции, вернув это значение.
3. Если **k** больше 2, то мы продолжим поиск простого числа. Так как четное число, которое больше 2, не может быть простым, то мы будем искать его среди нечетных чисел. Поэтому проверим четность **k**, записав ветвление с условием, что **k % 2 == 0**; если это условие выполняется, перейдем к следующему нечетному числу, увеличив **k** на 1.
4. Далее запишем цикл для перебора нечетных чисел, пока одно из них не окажется простым. Это будет цикл **while**, который будет работать до тех пор, пока **k** не окажется простым числом. В качестве условия цикла с отрицанием укажем значение функции **isSimple (k)**. Тело цикла будет содержать всего одну команду – переход к следующему нечетному числу, то есть увеличение **k** на 2. Цикл завершит свою работу, когда число **k** будет простым. Поэтому после цикла завершим работу функции, вернув значение **k**. Мы завершили описание модуля. Сохраним его.

Теперь напишем модуль для решения задачи. Назовем его **Goldbach** и сохраним в одной папке с модулем **SimpleNum**.

1. Загрузим в наш модуль обе функции из модуля, описанного ранее.
2. С помощью инструкции **print** выведем на экран сообщение о том, что это программа, проверяющая гипотезу Гольдбаха для заданного **n**.
3. С помощью следующей инструкции **print** выведем на экран запрос на ввод **n** без перехода на следующую строку. Далее запишем инструкцию для считывания **n**. По условию задачи **n** – целое, поэтому при считывании преобразуем его в целочисленный тип **int**.
4. Теперь нам нужно найти такое простое **m < n**, при котором разность **n – m** также будет простым числом. Объявим переменную **m**, которой присвоим наименьшее простое число – 2. Дальше запишем цикл для поиска **m**, удовлетворяющего заданному условию. Он будет работать до тех пор, пока **m < n** и **n – m** не является простым числом. То есть вторая часть условия цикла – это с отрицанием значение функции **isSimple (n - m)**.
5. Тело цикла будет содержать единственную команду – присваивания переменной **m** следующего простого числа, то есть значения функции **nextSimple (m)**.
6. После завершения работы цикла, чтобы проверить, верна ли гипотеза, запишем ветвление с условием **m < n**. Если это условие выполняется, значит было найдено простое число **m**, удовлетворяющее условию задачи, и мы с помощью инструкции **print** выведем на экран сообщение о том, что для заданного числа **n** гипотеза подтверждена и что **n** равно сумме **m** и числа **n** минус **m**. Если же условие не выполняется, мы выведем на экран сообщение о том, что гипотеза опровергнута. На этом описание модуля завершено.
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При решении задачи мы независимо друг от друга разработали модуль обработки простых чисел, а также основную программу, что соответствует важному принципу программирования – **модульности**. Он состоит в том, что сложные программы разрабатываются и тестируются по частям. При этом все модули независимы друг от друга и изменение одного из модулей не повлечет за собой изменение другого. Функции, которые мы описываем в модулях, могут быть применены при решении разных задач, поэтому написанные модули стоит сохранять и при необходимости расширять, чтобы не решать снова уже решенную задачу, если она встретится снова. Этот принцип называется **повторным использованием кода**. Эти принципы увеличивают количество доступных нам инструментов, сокращая при этом время, необходимое для написания программ.

Рассмотрим еще одну задачу.

В математике часто требуется разложить некоторое натуральное число на простые множители. Написать программу, представляющую заданное натуральное число **n**, которое будет не меньше 2, в виде произведения простых множителей.

![https://videouroki.net/videouroki/conspekty/infpython10i11/14-primenenie-funkcij-pri-reshenii-zadach.files/image001.png](data:image/png;base64,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)

Эту задачу можно решить следующим образом. Найти первое простое число, на которое без остатка делится заданное **n**. После этого делить заданное **n** на найденное число до тех пор, пока остаток от деления не станет равным 0, при этом увеличивая некоторую переменную-счетчик. Если на каком-то этапе то, что осталось от **n**, перестанет делиться нацело на найденное простое число, то мы выведем на экран первый множитель числа, то есть найденное простое число в степени, равной значению переменной-счетчика. После чего мы обнулим значение счетчика и найдем следующее простое число, на которое **n** все еще делится нацело, и повторим те же действия. Так будет продолжаться до тех пор, пока значение **n** не станет равным 1.

Начнем написание программы для решения задачи.

1. Наверняка многие догадались, что для этого нам будет полезна функция поиска следующего простого числа **nextSimple** из модуля **SimpleNum**, описанного ранее, поэтому загрузим ее в описываемый модуль.
2. С помощью инструкции **print** выведем на экран сообщение о том, что это программа для разложения числа **n** на простые множители.
3. С помощью следующей инструкции **print** выведем на экран запрос на ввод **n** без перехода на следующую строку. Дальше напишем инструкцию для считывания **n**. По условию задачи **n** – целое число, поэтому при считывании преобразуем его значение в целочисленный тип **int**.
4. Объявим переменную **m**, в которой будем хранить простые числа. Присвоим ей наименьшее простое число – 2.
5. С помощью инструкции **print** выведем на экран сообщение, состоящее из значения переменной **n** и знака равенства, а также объявим логическую переменную **p**, в которой будем хранить истинность высказывания о том, что ни одного простого множителя еще не найдено. Так как пока это правда, присвоим **p** значение **True**.
6. Далее напишем цикл для поиска множителей **n**. Это будет цикл **while**, который будет работать до тех пор, пока **n > 1**.
7. В цикле запишем ветвление с условием, что **n % m == 0**. Если это условие выполняется, объявим переменную-счетчик  **s** = 0, в ней будем рассчитывать степень найденного простого числа **m** в составе **n**.
8. Запишем для этого цикл. Он будет работать до тех пор, пока **n % m != 0**. В нем будем увеличивать значение счетчика **s** на 1, а **n** нацело делить на **m**.  По завершении работы цикла в переменной **s** будет содержаться степень **m**.
9. Запишем ветвление, которое проверяет, является ли найденное простое число **m** первым делителем **n**. Его условием будет значение логической переменной **p**. Если значение переменной **p** – «истина», то **m** – это первый найденный множитель **n**. Присвоим **p** значение **False**, после чего выведем на экран без перехода на следующую строку сообщение **m** **^** **s**, в противном случае **m** – не первый найденный множитель, и мы выведем на экран сообщение \* **m** **^** **s**. После внешнего ветвления присвоим переменной **m** значение следующего простого числа, найденного с помощью функции **nextSimple (m)**.

Мы завершили описание модуля. Запустим его на выполнение.

1024 2 ^ 10

7 7 ^ 1

1000 2 ^ 3 \* 5 ^ 3

**Мы узнали:**

·     **Модульностью** называется принцип, состоящий в том, что сложные программы составляются из независимых частей, которые разрабатываются и тестируются по отдельности.

·     **Принцип повторного использования кода** состоит в том, что стоит сохранять модули, в которых описаны функции для решения задач, для того чтобы не решать их в дальнейшем, если они встретятся еще раз.

·     Эти принципы увеличивают количество доступных инструментов и позволяют ускорить разработку новых программ.